摘要

Java EE框架是web应用程序开发的流行技术，它为开发人员提供了定义访问控制策略的方法，以保护应用程序资源免受未经授权的信息披露和操作。不幸的是，这种安全策略的定义和操作仍然是一个复杂且容易出错的任务，需要专家级的知识来了解Java EE访问控制机制的语法和语义。因此，可以很容易地引入可能导致无意安全性和/或可用性问题的错误配置。针对这个问题，我们提出了一种基于模型的逆向工程方法，该方法自动评估一组安全属性，用于反向工程Java EE安全配置，帮助检测异常的存在。我们通过将原型工具应用于从GitHub中提取的真实Java EE应用程序的示例中，评估了我们的方法的有效性和针对性。
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1.介绍

Java EE是一种流行的技术，用于开发动态web应用程序(服务也是其他不太通用的框架的基础)，它向远程用户公开分布式信息和服务。在这种情况下，安全性是一个主要问题，因为构成web应用程序的web资源可能被许多用户通过不受信任的网络访问。因此，Java EE框架为开发人员提供了指定访问控制策略的方法，以确保web应用程序公开的资源的机密性和完整性。

不幸的是，尽管有这些安全机制，但是实现安全配置仍然是一个复杂的、容易出错的活动，需要高级专家来避免错误配置问题，这可能会造成严重的业务损失。事实上，开放的Web应用程序安全项目(OWASP)文档将Web应用程序错误的配置排列在最关键安全缺陷的前10位，因为它们很容易被利用，并且具有很强的业务影响。

对于访问控制和Java EE应用程序的具体情况，以及在应用程序代码中混乱的临时安全实现机制，基于角色的访问控制(RBAC)策略是通过使用具有两种不同的文本具体语法和相对复杂的执行语义的低级规则语言编写约束来指定的。具体地说，用户可以使用一组预定义的标记元素在XML web描述符文件中编写约束，直接在Java Servlet组件上编写注释(使用不同的语法和组织w.r.t. XML标记元素)，或者将这两种机制结合起来。然后，必须考虑约束和相应的执行语义之间的组合规则，以便理解有效执行的策略。

这种复杂性可能导致的异常和错误配置问题(例如,意想不到的规则的结果,意外的访问控制规则,之间的相互作用等)的影响不同的只是增加不必要的复杂性指定政策的引入等意想不到的行为给予资源访问未授权方或须授权的,正如第3节中所报告的在线调查的参与者所证实的那样。

为了解决这个问题，我们引入了逆向工程方法来自动检测Java EE web应用程序中的不一致和错误配置。首先，我们定义一个web应用程序必须满足的属性列表，以避免重要的异常，例如冗余(即:，说明不需要的约束，使策略过于复杂)和阴影(即:，规范的约束，从来没有执行过)。其次，我们提出了一种提取方法来解析给定web应用程序的安全配置(同时考虑到web描述符配置和Java注释)，并将其表示为针对Java EE web访问控制策略的特定于平台的安全模型(PSM)。然后，在该模型之上实现OCL查询和模型转换操作，以便在任何给定的Java EE web应用程序中自动评估定义的属性。此外，我们的工具会生成诊断报告，帮助识别对属性违规负责的源配置元素，从而帮助开发人员修复它们。

我们通过使用从GitHub(基于web的Git存储库托管平台)中提取的可公开的Java EE web应用程序来评估我们的方法的有效性。这个评估表明，相关的安全配置数量确实违反了我们推荐的属性，并且我们的工具能够成功地检测到这些违规行为。

论文的其余部分组织如下。第2节描述了Java EE的访问控制机制。第3节介绍了Java EE项目中安全性使用的动机调查。第4节描述了一些安全属性。第5节展示了如何从Java EE web应用程序中提取访问控制模型，而第6节详细介绍了我们对其属性进行评估的自动方法。第7节对我们的方法提出了一些附加的应用程序。第8节展示了评估结果，第9节给出了工具实现的详细信息。有关工作将在第10节讨论。最后，我们在第11节中给出结论和今后的工作。

2. Java EE web安全

粗略地说，在Java EE领域，当web客户端发出HTTP请求时，web服务器将请求转换为HTTP Servlet调用，以执行一些业务逻辑操作(Servlet和Java server Pages)。

在这个模式中，一个非常重要的需求是确保web应用程序管理的资源的机密性和完整性，因为它们可以被许多用户访问并遍历未保护的网络。从这个意义上说，Java EE框架提供了随时可用的访问控制工具。下面我们将简要描述Java EE为实现web应用程序中访问控制策略所提供的机制。

如前所述，Java EE应用程序通常是由jsp和Servlet组成的(jsp又被转换为Servlet)。这个层中的访问控制机制负责控制对这些元素的访问，以及其他可访问的构件(纯HTML页面、多媒体文档等)。这些访问控制策略可以使用两种不同的机制来指定:声明性安全性和程序性安全性，后者提供了需要用户上下文评估的高级访问控制的情况。尽管如此，Java EE规范建议在可能的情况下优先使用声明式安全性。

对于声明式访问控制策略，有两种选择:(1)在可移植的部署描述符(web.xml)中编写安全约束，以及(2)作为servlet Java代码的一部分编写安全注释(注意，不是所有的安全配置都可以通过注释来指定)。

代码清单1显示了在web中定义的安全约束。xml描述符。它包含三个主要元素:一个web资源集合，指定受安全约束影响的资源的路径和用于该访问的HTTP方法(在本例中为/限制/雇员/n路径和GET方法);一个自定义约束声明了哪些角色(如果有的话)可以访问资源(仅在示例中的角色Employee)和一个用户数据约束，该约束决定了用户数据必须如何从web应用程序和web应用程序(例如，任何类型的传输都被接受)。此外，尽管它不是强制的，但是web描述符可能包含角色声明(参见代码清单2)。

**代码清单1 在web.xml中的安全约束**

<security-constraint>

<display-name>GET To Employees</display-name>

<web-resource-collection>

<web-resource-name>Restricted</web-resource-name>

<url-pattern>/restricted/employee/\*</url-pattern>

<http-method>GET</http-method>

</web-resource-collection>

<auth-constraint>

<role-name>Employee<1role-name>

</auth-constraint>

<user-data-constraint>

<transport-guarantee>NONE/transport-guarantee>

</user-data-constraint>

</security-constraint>

**代码清单2 在web.xml的角色声明**

<security-role>

<role-name>Employee</role-name>

</security-role>